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Abstract

Legacy codes are changed in software maintenance processes to introduce new functionality,
modify existing features, eliminate bugs etc. or by refactorings while the main original proper-
ties and the behaviour of the system should be preserved. Developers apply regression testing
with highest degree of code coverage to be sure about it, and thus they retest the software
after some modifications. Our research focuses on impact analysis of changes in applications
written in the dynamically typed functional programming language, Erlang. To calculate the
affected program parts, we use dependence graph based program slicing, therefore we have
defined the Dependence Graphs with respect to the semantics of Erlang. Applying the results,
we may shrink the set of test cases selected for regression testing for ones which are affected
by the changes.

Impact analysis is a mechanism to find those source code parts that are affected by a change on
the source code, therefore it could help in test case selection for regression testing.

Erlang [4] is a dynamically typed functional programming language that was designed for
building concurrent, reliable, robust, fault tolerant, distributed systems with soft real-time char-
acteristic like telecommunication applications. The language has become widespread in industrial
applications in the last decade.

Our research focuses on selecting the test cases of the Erlang applications that are affected by
a change on the source code. In other words, we want to calculate the impact of a source code
modification. To calculate the affected program parts, we use dependence graph based program
slicing [8, 6], therefore we have to define the Dependence Graphs for Erlang.

Refactoring [5] is the process of changing and improving the quality of the source code without
altering its external behaviour. Refactoring can be done manually or using a refactoring tool. We
have been developing a refactoring tool for Erlang, called RefactorErl [3]. RefactorErl is a source
code analysis and transformation tool [2]. It provides 24 refactoring steps for Erlang developers,
such as moving, renaming different language entities, altering the interface of functions or the
structure of expressions, parallelisation, etc. Besides transformations, RefactorErl has different
features to support code comprehension [7].

RefactorErl checks the correctness of transformations using complex static source code analysis
and accurate transformations. On the other hand, due to the semantics of dynamic languages such
as Erlang, the accuracy of checking the side-conditions by static analysis is limited, which means
a regression test is needed even for refactorings.

Erlang applications are often tested with the property based testing tool QuickCheck [1]: the
tool checks some properties given by the developers with random generated test inputs. Therefore
we want to select those QuickCheck properties that should be retested after the source code is
modified.
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